3. Write a function that draws a Pyramid with # symbols

#

# # #

# # # # #

# # # # # # #

# Python3 code to demonstrate star pattern

# function to print spaces

def print\_space(space):

    # base case

    if (space == 0):

        return;

    print(" ", end = "");

    # recursively calling print\_space()

    print\_space(space - 1);

# function to print asterisks

def print\_asterisk(asterisk):

    # base case

    if(asterisk == 0):

        return;

    print("\* ", end = "");

    # recursively calling asterisk()

    print\_asterisk(asterisk - 1);

# function to print the pattern

def pattern(n, num):

    # base case

    if (n == 0):

        return;

    print\_space(n - 1);

    print\_asterisk(num - n + 1);

    print("");

    # recursively calling pattern()

    pattern(n - 1, num);

  # Driver Code

n = 5;

pattern(n, n);

4. Using turtles concept draw a wheel of your choice

# Python program to draw hexagon

# using Turtle Programming

import turtle

polygon = turtle.Turtle()

num\_sides = 6

side\_length = 70

angle = 360.0 / num\_sides

for i in range(num\_sides):

    polygon.forward(side\_length)

    polygon.right(angle)

turtle.done()

5. Write a program that draws Archimedean Spiral

Aim:

Program:

from turtle import \*

from math import \*

color ('blue')

down()

for i in range(200):

t= i/20 \* pi

x=(1 + 5\* t)\* cos (t)

y=(1 + 5 \* t)\* sin (t)

goto(x, y)

up()

done()

7. The time module provides a function, also named time that returns the current Greenwich Mean Time in “the epoch”, which is an arbitrary time used as a reference point. On UNIX systems, the epoch is 1 January 1970.

>>> import time

>>> time.time()

1437746094.5735958

Write a script that reads the current time and converts it to a time of day in hours, minutes, and seconds, plus the number of days since the epoch.

Ans:

import time

epoch = time.time()

seconds\_in\_a\_day = 24 \* 60 \* 60

seconds\_in\_an\_hour = 60 \* 60

seconds\_in\_a\_minute = 60

days = epoch // seconds\_in\_a\_day

hours = (epoch % seconds\_in\_a\_day) // seconds\_in\_an\_hour + 8

minutes = (epoch % seconds\_in\_a\_day) % seconds\_in\_an\_hour // seconds\_in\_a\_minute

seconds = (epoch % seconds\_in\_a\_day) % seconds\_in\_an\_hour % seconds\_in\_a\_minute

print("%s: %s: %s: %s" %(days, hours, minutes, seconds))

8. Given n+r+1 <= 2r . n is the input and r is to be determined. Write a program which computes minimum value of r that satisfies the above.

Ans:

n=int(input("N="))

for r in range(10):

if (n+r+1)<=(2\*\*r):

print("minimum values of r that satisfies the above expression is:",r)

9. Write a program that evaluates Ackermann function.

In [computability theory](https://en.wikipedia.org/wiki/Computability_theory), the **Ackermann function**, named after [Wilhelm Ackermann](https://en.wikipedia.org/wiki/Wilhelm_Ackermann), is one of the simplest[[1]](https://en.wikipedia.org/wiki/Ackermann_function#cite_note-FOOTNOTEMoninHinchey200361-1) and earliest-discovered examples of a [total](https://en.wikipedia.org/wiki/Total_function) [computable function](https://en.wikipedia.org/wiki/Computable_function) that is not [primitive recursive](https://en.wikipedia.org/wiki/Primitive_recursive_function). All primitive recursive functions are total and computable, but the Ackermann function illustrates that not all total computable functions are primitive recursive. After Ackermann's publication[[2]](https://en.wikipedia.org/wiki/Ackermann_function#cite_note-FOOTNOTEAckermann1928-2) of his function (which had three nonnegative integer arguments), many authors modified it to suit various purposes, so that today "the Ackermann function" may refer to any of numerous variants of the original function. One common version, the two-argument **Ackermann–Péter function**, is defined as follows for nonnegative integers *m* and *n*:

{\displaystyle {\begin{array}{lcl}\operatorname {A} (0,n)&=&n+1\\\operatorname {A} (m+1,0)&=&\operatorname {A} (m,1)\\\operatorname {A} (m+1,n+1)&=&\operatorname {A} (m,\operatorname {A} (m+1,n))\end{array}}} ![C:\Users\user\Desktop\download.png](data:image/png;base64,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)

Program:

def ackermann(m,n):

if m == 0:

return (n + 1)

elif n == 0:

return ackermann(m - 1, 1)

else:

return ackermann(m - 1, ackermann(m, n - 1))

# Writte in next prompt

x=int(input("What is the value for m? "))

print(x)

y=int(input("What is the value for n? "))

print(y)

print( "\nThe result of your inputs according to the Ackermann Function is:")

ackermann(x, y)

10. The mathematician Srinivasa Ramanujan found an infinite series that can be used to generate a numerical approximation of 1/ π : Write a function called estimate\_pi that uses this formula to compute and return an estimate of π.

![C:\Users\user\Desktop\XWzam.png](data:image/png;base64,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)

It should use a while loop to compute terms of the summation until the last term is smaller than 1e-15 (which is Python notation for 10 -15). You can check the result by comparing it to math.pi.

Program:

def estimatePi():

import math

def factorial(n):

if n == 0:

return 1

else:

return n \* factorial(n-1)

k=0

final=0

pi=0

while pi<1e-15:

a=factorial(4\*k)

b=(1103+26390\*k)

c=factorial(k)

d=c\*\*4

e=396\*\*(4\*k)

f=2\*math.sqrt(2)/9801

final+=(a\*b\*f)/(d\*e)

k+=1

pi=1/final

return pi

🡪 estimatePi()

11. Choose any five built-in string functions of C language. Implement them on your own in Python. You should not use string related Python built-in functions.

Program:

s=str(input())

con=s+s

dub=s\*4

cha=s[1:2]

news='@'+s[1:]

count=0

for letter in s:

count=count+1

print("Given String is: ",s)

print("concatenation of strings is: ",con)

print("doublicating the sting: ",dub)

print("Finding the Character using index in string:",cha)

print("Adding a Character to string: ",news)

print("counting the length of a string: ",count)

12. Given a text of characters, Write a program which counts number of vowels, consonants and special characters.

Program:

def countCharacterType(str):

vowels = 0

consonant = 0

specialChar = 0

digit = 0

# str.length() function to count

# number of character in given string.

for i in range(0, len(str)):

ch = str[i]

if ( (ch >= 'a' and ch <= 'z') or (ch >= 'A' and ch <= 'Z') ):

# To handle upper case letters

ch = ch.lower()

if (ch == 'a' or ch == 'e' or ch == 'i' or ch == 'o' or ch == 'u'):

vowels += 1

else:

consonant += 1

elif (ch >= '0' and ch <= '9'):

digit += 1

else:

specialChar += 1

print("Vowels:", vowels)

print("Consonant:", consonant)

print("Digit:", digit)

print("Special Character:", specialChar)

* str = "sjcet for sjcet@121"

countCharacterType(str)

13. Given a word which is a string of characters. Given an integer say ‘n’, Rotate each character by ‘n’ positions and print it. Note that ‘n’ can be positive or negative.

Program:

def rotate(word,n):

# slice string in two parts for left and right

Lfirst = word[0 : n]

Lsecond = word[n :]

Rfirst = word[0 : len(word)-n]

Rsecond = word[len(word)-n : ]

# now concatenate two parts together

print ("Left Rotation : ", (Lsecond + Lfirst) )

print ("Right Rotation : ", (Rsecond + Rfirst))

* w="pythonprogramming"
* rotate(w,5)

14. Given rows of text, write it in the form of columns.

Program:

row='st.johns College Of Engineering & Technology'

col={}

for cha in row:

if cha not in col:

col[cha]=1

else:

col[cha]=col[cha]+1

print(col)

15. Given a page of text. Count the number of occurrences of each latter (Assume case insensitivity and don’t consider special characters). Draw a histogram to represent the same.

Aim:

Program:

row='St jhons college of engineering and technology'

count={}

for cha in row:

if(cha!='@'or cha!='$'or cha!='&'):

cha=cha.lower()

if cha not in count:

count[cha]=1

else:

count[cha]+=1

print(count)

18. Write a program that reads a file, breaks each line into words, strips whitespace and punctuation from the words, and converts them to lowercase.

**Aim:**

**Text file:**

First we create a text file of which we want to count the words. Let this file be **sample.txt** with the following contents:

Mango banana apple pear

Banana grapes strawberry

Apple pear mango banana

Kiwi apple mango strawberry

**Note:** Make sure the text file is in same directory as the Python file.

**Program:**

# Open the file in read mode

text = open("sample.txt", "r")

# Create an empty dictionary

d = dict()

# Loop through each line of the file

for line in text:

# Remove the leading spaces and newline character

line = line.strip()

# Convert the characters in line to

# lowercase to avoid case mismatch

line = line.lower()

# Split the line into words

words = line.split(" ")

# Iterate over each word in line

for word in words:

# Check if the word is already in dictionary

if word in d:

# Increment count of word by 1

d[word] = d[word] + 1

else:

# Add the word to dictionary with count 1

d[word] = 1

# Print the contents of dictionary

for key in list(d.keys()):

print(key, ":", d[key])

19. Go to Project Gutenberg (http://gutenberg.org) and download your favorite out-of-copyright book in plain text format. Read the book you downloaded, skip over the header information at the beginning of the file, and process the rest of the words as before. Then modify the program to count the total number of words in the book, and the number of times each word is used. Print the number of different words used in the book. Compare different books by different authors, written in different eras.

Aim:

Program:

import string, time

def del\_punctuation(item):

'''

This function deletes punctuation from a word.

'''

punctuation = string.punctuation

for c in item:

if c in punctuation:

item = item.replace(c, '')

return item

def break\_into\_words():

'''

This function reads file, breaks it into

a list of used words in lower case.

'''

book = open('newbook.txt','r')

words\_list = []

for line in book:

for item in line.split():

item = del\_punctuation(item)

item = item.lower()

#print(item)

words\_list.append(item)

return words\_list

def create\_dict():

'''

This function calculates words frequency and

returns it as a dictionary.

'''

words\_list = break\_into\_words()

dictionary = {}

for word in words\_list:

if word not in dictionary:

dictionary[word] = 1

else:

dictionary[word] += 1

return dictionary

dictionary = create\_dict()

dictionary.pop(' ', None) # accidentally 5 empty strings appeared in the dictionary. why?

start\_time = time.time()

print('The total number of words in the book is {}'.format(len(break\_into\_words())))

print('The number of different words used in the book {}'.format(len(dictionary)))

function\_time = time.time() - start\_time

print('Running time is {0:.4f} s'.format(function\_time))

21. Consider all the files on your PC. Write a program which checks for duplicate files in your PC and displays their location. Hint: If two files have the same checksum, they probably have the same contents.

Aim:

Program:

import os

import hashlib

from collections import defaultdict

import csv

src\_folder = "../../"

def generate\_md5(fname, chunk\_size=1024):

"""

Function which takes a file name and returns md5 checksum of the file

"""

hash = hashlib.md5()

with open(fname, "rb") as f:

# Read the 1st block of the file

chunk = f.read(chunk\_size)

# Keep reading the file until the end and update hash

while chunk:

hash.update(chunk)

chunk = f.read(chunk\_size)

# Return the hex checksum

return hash.hexdigest()

if \_\_name\_\_ == "\_\_main\_\_":

"""

Starting block of script

"""

# The dict will have a list as values

md5\_dict = defaultdict(list)

file\_types\_inscope = ["ppt", "pptx", "pdf", "txt", "html",

"mp4", "jpg", "png", "xls", "xlsx", "xml", "vsd", "py", "json"]

# Walk through all files and folders within directory

for path, dirs, files in os.walk(src\_folder):

print("Analyzing {}".format(path))

for each\_file in files:

if each\_file.split(".")[-1].lower() in file\_types\_inscope:

# The path variable gets updated for each subfolder

file\_path = os.path.join(os.path.abspath(path), each\_file)

# If there are more files with same checksum append to list

md5\_dict[generate\_md5(file\_path)].append(file\_path)

# Identify keys (checksum) having more than one values (file names)

duplicate\_files = (

val for key, val in md5\_dict.items() if len(val) > 1)

# Write the list of duplicate files to csv file

with open("duplicates.csv", "w") as log:

# Lineterminator added for windows as it inserts blank rows otherwise

csv\_writer = csv.writer(log, quoting=csv.QUOTE\_MINIMAL, delimiter=",",

lineterminator="\n")

header = ["File Names"]

csv\_writer.writerow(header)

for file\_name in duplicate\_files:

csv\_writer.writerow(file\_name)

print("Done")

22. Consider turtle object. Write functions to draw triangle, rectangle, polygon, circle and sphere. Use object oriented approach.

Aim:

Program:

import turtle

import time

trtl=turtle.Turtle()

trtl.pencolor('red') #making colour of the pen red

trtl.pensize(5) #choosing the size of pen nib

#trtl.speed(1) #choosing the speed of drawing

trtl.shape('turtle') #choosing the shape of pen n

n=3 #starting for a triangle

shapes=['Triangle','Square','Pentagon','Hexagon','Heptagon','Octagon','Nonagon','Decagon']

while n<11: # limiting to a decagon

trtl.clear()

for i in range(n): # for loop to minimize the same lines of codes being written

trtl.pencolor('red')

trtl.forward(60) #top line

trtl.right(360/n)

n=n+1

trtl.penup()

trtl.home()

trtl.pendown()

trtl.penup()

trtl.home() #moving the turtle to make the animation more centric

trtl.pendown()

trtl.ht()

time.sleep(1)

trtl.st()

.

23. Write a program illustrating the object oriented features supported by Python.

Aim:

Program:

**Creating an Object and Class in python:**

class employee():

def \_\_init\_\_(self,name,age,id,salary): #creating a function

self.name = name # self is an instance of a class

self.age = age

self.salary = salary

self.id = id

emp1 = employee("harshit",22,1000,1234) #creating objects

emp2 = employee("arjun",23,2000,2234)

print("employee details are: ",emp1.\_\_dict\_\_) #Prints dictionary

print("employee id is: ",emp2.id)

**Creating a Multilevel Inheritance in python:**

class employee(): #Super class

def \_\_init\_\_(self,name,age,salary):

self.name = name

self.age = age

self.salary = salary

class childemployee1(employee) :#First child class

def \_\_init\_\_(self,name,age,salary):

self.name = name

self.age = age

self.salary = salary

class childemployee2(childemployee1): #Second child class

def \_\_init\_\_(self, name, age, salary):

self.name = name

self.age = age

self.salary = salary

emp1 = employee('harshit',22,1000)

emp2 = childemployee1('arjun',23,2000)

emp3 = childemployee2('sagar',27,5000)

print("employee age is: ",emp1.age)

print("employee age is: ",emp2.age)

print("employee salary is: ",emp2.salary)

25. Design a Python script to determine the difference in date for given two dates in YYYY:MM:DD format(0 <= YYYY <= 9999, 1 <= MM <= 12, 1 <= DD <= 31) following the leap year rules.

Aim:

Program:

# importing datetime module

from datetime import \*

# Enter birth dates and store

# into date class objects

y1, m1, d1 = [int(x) for x in input("Enter first person's date(YYYY/MM/DD): ").split('/')]

Date1 = date(y1, m1, d1)

# Input for second date

y2, m2, d2 = [int(x) for x in input("Enter second person's date(YYYY/MM/DD): ").split('/')]

Date2 = date(y2, m2, d2)

# Check the dates

if Date1 == Date2:

print("Both persons are of equal age")

else:

diff=Date1-Date2

print(“age differenc is: ”,diff)